![](data:image/png;base64,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)

**Interim Report:**

**Developing Device Drivers in Rust**

Kyle Christie

B00415210

School of Computing, Engineering

and Physical Sciences

BSc (Honours) Computing Science

University of the West of Scotland

Supervisor: Paul Keir

Moderator: Stephen Devine

**Table of Contents**

[1. Overview 3](#__RefHeading___Toc536_280035510)

[2. Literature Review 4](#__RefHeading___Toc538_280035510)

[2.1 Rust 4](#__RefHeading___Toc540_280035510)

[2.2 Memory Safety and Vulnerabilities 5](#__RefHeading___Toc542_280035510)

[2.3 Previous works 6](#__RefHeading___Toc544_280035510)

[2.3.1 Apple restructures Kernel extensions 6](#__RefHeading___Toc546_280035510)

[2.3.2 Driver Frameworks 6](#__RefHeading___Toc548_280035510)

[3. Preliminary Work 7](#__RefHeading___Toc550_280035510)

[4. Current progress and Future work 7](#__RefHeading___Toc552_280035510)

[References 8](#__RefHeading___Toc554_280035510)

# 1. Overview

Device drivers are a vital component of Operating Systems and facilitate the use of common peripheral devices, interaction with hardware as well as providing a multitude of extensions to an Operating System in its file system(s), network protocol, anti-virus capability and more (Ball et al, 2006). Drivers can also be described as the "software layer that lies between applications and physical devices" (Corbet et al, 2005.). While drivers are a clear necessity within an Operating System, they suffer from a range of issues that have various consequences.

First of all, drivers continue to be programmed with the C programming language. C was first developed at Bell Labs between 1969 and 1973, alongside early development of Unix (Ritchie, M. D, 1993). It was designed as a "system implementation language for the nascent Unix operating system" (Ritchie, M. D, 1993). C, C++ and Assembly have the potential to be memory unsafe (Gaynor, 2019) which can then lead to critical vulnerabilities as observed by several organisations over the years (Thomas and Gaynor, 2019).

Memory safety is an attribute of select programming langages that prevents developers from introducing certain bugs that strongly relate to memory management (Prossimo, 2022) Issues with memory safety usually lead to security problems with typical vulnerabilities being Out-of-bounds reads, out-of-bounds writes and use-after-frees (Gaynor, 2019).

Next, Drivers have seen little to no change within the last two decades. Evidence pointing to this can be found in Linux Device Drivers 3, a book written for Linux Kernel 2.6 (Corbet et al, 2005), where its code examples can compile and succesfully run on more recent kernel versions with little to no change. Further evidence supports this point as even online tutorials from 2014 (Karthik M, 2014) continue to compile and run on recent kernel versions.

Such examples have been built and executed on a small collection of Linux distributions that utilise more recent kernel versions, specifically 4.19.0-17-amd64, 5.15.0-52-generic and 5.15.67-v7l+.

Figures 1 and 2 demonstrate execution of a character driver from the Linux Device Drivers Training series by YouTube Channel 'Karthik M' (Karthik M, 2014). Figure 3 demonstrates the compilation of a Hello World example available in Linux Device Drivers 3 (Corbet et al, 2005). It is clear that Drivers, especially Linux Kernel Modules, have not evolved in any major way as code which targets Linux Kernel versions from over a decade ago continues to run on more recent versions.

The goal of this project is to develop a Linux Driver in Rust. It is a relatively young language with several benefits and features that aim to improve memory safety. It continues to spread through industry as it was recently incorporated into the Linux Kernel version 6.1 (Vaughan-Nichols, 2022) and there have been public calls from developers for Rust to be utilised more. An example of this being Microsoft Azure CTO, Mark Russinovich, urging the industry (regarding to C and C++) 'For the sake of security and reliability, the industry should declare those languages as deprecated.' (Claburn, 2022)

# 2. Literature Review

## 2.1 Rust

Rust is a "compiled, concurrent, safe, systems programming language" (Klabnik, 2016) which released in 2015. It was originally invented by Graydon Hoare, an employee at Mozilla, who started the project in 2006 which was then adopted by Mozilla in 2010. Rust has several features which are highly attractive especially with regards to drivers and memory safety.

Cargo is the build tool and package manager for the Rust language and is reponsible for managing dependencies within a project while also allowing users to create their own packages (Rust Community, n.d.). Rust projects typically include a .toml configuration file which cargo uses to read dependencies. This way cargo can automatically download and install dependencies. If necessary it will also manage dependencies of dependencies and is therefore a highly convenient tool for developers. Cargo is supplemented by 'Crates.io' which is an open-source repository (or registry) that holds all public crates or libraries.

Rust is accompanied by a powerful compiler that makes use of a strong type system and enforces good practices in code. It checks code at compile time so errors can be detected before code is deployed (Li et al, 2019). Therefore, the compiler is also used to highlight errors and prevent developers from making common mistakes (Klabnik, 2016) as it gives clear feedback on errors and how they may be solved (Oatman, 2022). This is critically important, especially within drivers, as it was previously established that writing device drivers is no easy task. Developers previously struggled with the Windows XP driver API (Ball et al, 2006) and it has been highlighted that writing C code for the kernel is difficult (Renzelmann and Swift, 2009). The compiler also disallows unused variables and enforces correct concurrency (Oatman, 2022). If a variable is sent to be owned by a thread or channel, it can no longer be read, and a compiler error occurs if an attempt to read is made (Oatman, 2022). The compiler also forces the developer to handle errors (Oatman, 2022).

Rust code is immediatley reliable as code will always be backwards compatible with old code always able to compile with new versions of the language (Oatman, 2022). This means that old code will benefit from optimisations made to the rust toolchain, code of all ages will improve and speed up alongside the language itself. The added benefit of this is a small revolution in code maintenance, some of the most popular crates can be considered 'complete'. In some cases, they have not been updated in a long time, as the code has no issues and is less likely to rot.

Rust has no defined memory model thus has simple memory structures compared to that of JVM and Go. As there is no garbage collection there is no generational memory or complex substructures. Memory is managed as part of execution, applying the Ownership model during runtime (Sasidharan, 2020).

Rust, of course, implements a Stack and Dynamic Heap within programs. Typically all variables are placed on the stack with the following exceptions; A manually created box and when the variable size is unknown or grows over time. In these cases, the variable is then allocated to the heap with a pointer to the data placed on the Stack. A box is an abstraction that represents a heap-allocated value. In order to manage memory, Rust uses a system of Ownership upheld by three rules which are applied both the stack and heap;

1. Each value must be owned by a variable
2. There must always be a single owner for a variable at any time
3. When the owner goes out of scope, the value is dropped

These rules are checked at compile-time, memory management is conducted at runtime with execution, this means there is no cost to performance or further overhead. Ownership can be changed with the `move` function. This is performed automatically when a variable is passed to a function or when the variable is re-assigned, `copy` is instead used for static primitives. Rust utilises RAIL - Resource Acquisition is Initialisation - which is enforced when a value is initialised. Under RAIL, the variable owns its related resources with its destructor called when the variable goes out of scope, which reduces the need for manual memory management. This concept is borrowed from C++. Rust also implements a system of borrowing where a variable which can be used rather than taking ownership of the variable, a borrow-checker enforces ownership rules (Sasidharan, 2020).

Variables have lifetimes which is important for the functionality of the ownership system . A variables lifetime begins at initialisation and ends when it is closed or destroyed. This should not be considered variable scope. The borrow-checker uses this concept at compile time to ensure that all references to an object are valid. It is clear that the implementation of memory management of Rust will help in ensuring memory safety, an important factor for the application of Rust within drivers.

## 2.2 Memory Safety and Vulnerabilities

Memory unsafe languages allow programmers to potentially access memory which is supposed to be outside the bounds of a given data structure (Gaynor, 2019). In the case of data structures, memory unsafe languages allow programmers to access memory which is supposed to outside the bounds of a given data structure. For instance, an array is able to access an element that doesn't exist. This then means that the program fetches whatever happens to be at that position in memory. When this is the case in a memory safe language, an error is thrown which forces the program to crash.

As an example, we can consider a program that manages to-do lists for several users. If implemented in a memory unsafe language, it is possible for the programs data structure to both access negative elements and positive elements that don't exist thus the data structure can access data which is outside of its bounds. This can lead to users having the ability to read each others lists which would then be a security vulnerability in the program, this is known as an 'out-of-bounds read'. If users were able to change elements in other users lists, this is known as an 'out-of-bounds write'. If a to-do list is deleted and later requested then a memory unsafe language has the ability to fetch the memory that it was previously finished with. Within the program, this space might now contain another users list, this is known as a 'user-after-free' vulnerability.

## 2.3 Previous works

### 2.3.1 Apple restructures Kernel extensions

### 2.3.2 Driver Frameworks

# 3. Preliminary Work

Work on this project began before the start of the academic year during July and initially continued the plan of the previously written research proposal; 'Investigation into improving performance and reliability of modern device drivers'. A GitHub repository was privately opened in order to store my work, make it available to others and to act as a backup in the case that my workstation broke down. Work began by conducting research into Linux Device Drivers and quantifying findings from the research proposal. Following this, research then continued by exploring the potential application of the Rust programmming language within Device Drivers of a range of Operating Systems including Windows, Linux and Apple products.

At this time, the Rust programming language was studied both in theory and practise, a small collection of programs were written to learn Rust on both Linux and Windows machines, one such example being a BMI Calculator program. This allowed for the learning of basic and fundamental Rust concepts including variable assignment, standard library functions and so on. The study of Linux kernel modules continued which lead to a fundamental understanding in how drivers may be written for an Operating System, especially for Linux. It was possible to learn about how drivers are compiled, how they are written, what libraries are used and how exactly driver software differs from standard application software. Various resources were used from textbooks to online tutorials.

Between August and September 2022, research was continued on relevant literature alongside the previously mentioned studying. From August 19th 2022, regular diaries were kept explained the work carried out, thoughts/notes on the work or topic and anything else which was relevant. These diaries have been upkept throughout the project, this will continue for the entirety of the project to provide an in-depth record of work carried out, thoughts, theses, notes, justifications and so on. During this time, I also reached out to my supervisor to discuss the project and request their supervision.

Before the University term had commenced, A basic knowledge in the Rust programming language and Linux kernel modules written in Rust was gained. A supervisor had been informally agreed. Research had been conducted on a multitude of papers and topics including Rust driver frameworks, differences in drivers between various Operating Systems, exokernels, writing a device driver using Rust and static analysis tools. Prominent figures in Game development and Software Engineering were contacted who gave their thoughts, best wishes and potential resources.

# 4. Current progress and Future work
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